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Abstract—Hierarchical federated learning (HFL) designs in-
troduce intermediate aggregator nodes between clients and the
global federated learning server in order to reduce commu-
nication costs and distribute server load. One side effect is
that machine learning model replication at scale comes “for
free” as part of the HFL process: model replicas are hosted
at the client end, intermediate nodes, and the global server
level and are readily available for serving inference requests.
This creates opportunities for efficient model serving but simul-
taneously couples the training and serving processes and calls
for their joint orchestration. This is particularly important for
continual learning, where serving a model while (re)training it
periodically, upon specific triggers, or continuously, takes place
over shared infrastructure spanning the computing continuum.
Consequently, training and inference workloads can interfere
with detrimental effects on performance. To address this issue,
we propose an inference load-aware HFL orchestration scheme,
which makes informed decisions on HFL configuration, consid-
ering knowledge about inference workloads and the respective
processing capacity. Applying our scheme to a continual learning
use case in the transportation domain, we demonstrate that
by optimizing aggregator node placement and device-aggregator
association, significant inference latency savings can be achieved
while communication costs are drastically reduced compared to
flat centralized federated learning.

Index Terms—Federated learning, service orchestration, con-
tinual learning, edge computing.

I. INTRODUCTION

The traditional approach to machine/deep learning (ML/DL)
is to train an ML model with data collected on a centralized
cloud server and make it available for inference either by host-
ing it in the cloud or, more recently, serving it directly from
end devices following the edge computing paradigm [1]. Both
training and inference are, however, challenged in different
ways. On the one hand, data often tend to be distributed across
various devices, and collecting all data to a central server
raises logistical and privacy concerns [2]. On the other hand,
and despite the proliferation of AI accelerators of different
scales, serving inference requests at the same time in a timely,
accurate, and private manner is a hard, multi-faceted problem
that calls for sophisticated edge-cloud synergy [3].

Federated learning (FL) has emerged as a response to some
of these challenges and has gained significant popularity. In
FL, clients train an ML model on local data and upload the
result of their computation to a central server for aggregation.

The server then produces and redistributes an updated global
model, starting a new training round. This iterative process
continues until some convergence criterion is met. FL operates
under distinctly different assumptions than traditional deep
learning: the number of participating nodes is often high,
data are unbalanced and often not independent and identi-
cally distributed (non-IID), and performance depends on the
communication capabilities of participating entities, which are
often heterogeneous, resource-constrained and unreliable [4].
Moreover, even when the number of participating devices is
high, each device typically only holds a relatively small data
volume.

In its default centralized configuration, FL can suffer from
increased network costs. Instead of uploading raw data, clients
must exchange ML model copies with the FL server, which
is particularly costly for long-lasting training processes and
large DL models. At the same time, large-scale synchronous
federated learning tasks require significant network capacity
at the server end to deal with simultaneous model updates [5].
These limitations motivate hierarchical federated learning
(HFL), where frequent aggregations can be enabled on the
edge network, avoiding extensive cloud aggregations without
sacrificing learning accuracy [6]–[15].

In a hierarchical FL process, the key decision is how to
appropriately cluster FL clients in groups and designate local
aggregator nodes per cluster to optimize for specific perfor-
mance criteria, such as communication cost minimization or
FL convergence time. As a side effect, ML model replication
at hosts in the computing continuum comes “for free” as a
natural part of the HFL process: besides client devices and
the cloud, model replicas are now found at local aggregation
points and are usable for serving inference requests, potentially
with low latency due to proximity, and provided that privacy
requirements allow it. At the same time, though, this creates
a coupling between training and inference and calls for their
joint orchestration. This coupling becomes more important in
continual learning (CL) scenarios [16], [17], where training
and inference processes overlap and compete for compute
and network resources. The CL paradigm provides a realistic
setting reflecting real-world learning processes, with new tasks
and new data, potentially with different distributions, emerg-
ing over time. As such, CL may involve retraining an ML
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model while serving it, which is challenging to achieve with
high performance when sharing the same resource-constrained
infrastructure, as is often the case in FL. This challenge has
started receiving attention only recently [18].

Our work focuses on continual hierarchical FL and con-
tributes to answering the following: How can a hierar-
chical FL process be orchestrated with inference workload
awareness? Additionally, what are the performance benefits
of this approach in terms of reducing inference latency and
communication costs?
In summary, our main contributions are:
• Introducing an architectural framework for HFL orchestra-

tion (§ III), in the context of which we formulate and solve
the inference-aware HFL Orchestration Problem (HFLOP).
This leads to a cost-optimal assignment of FL devices
to aggregator nodes, taking into account their inference
workload processing capacities (§ IV). To the best of our
knowledge, this is the first work that tackles joint training-
inference orchestration in the hierarchical FL setting.

• Applying and evaluating our scheme to a continual federated
learning use case in the transportation domain using a
real-world dataset to handle dynamic and evolving traffic
patterns (§ V). Our results show that our approach can
feasibly reduce inference latency and communication costs.

• Providing our code as open source1 for reproducibility and
to allow other researchers to utilize it for their purposes.

II. RELATED WORK

A. Continuous federated learning

Continuous learning, also known as lifelong learning, has
been proposed by Thrun [19] and is a well-researched topic
with extensive literature. It involves learning continuously
from streaming data, developing a model based on previous
learning, and then being able to reapply, adapt, and gen-
eralize it to new situations. Continuous learning and con-
tinual learning are often overlooked in federated learning,
which is typically limited to one-time training. In practice,
however, a model may need to be retrained over time to
maintain its accuracy. Wang et al. [20] present a compre-
hensive survey on continual learning, mainly focusing on the
theoretical foundations, representative methods, and practical
applications to address catastrophic forgetting [21]–[23] and
maintain model performance. Le et al. [24] present a federated
continuous learning scheme (FCL) based on broad learning
(FCL-BL), which proposes a weighted processing strategy to
solve the catastrophic forgetting problem and develops a local-
independent training solution for fast and accurate training. For
an overview of existing FCL approaches, related challenges,
and classification tasks, the reader is referred to the work
of Yang et al. [25]. We should note that the aforementioned
studies do not focus on service orchestration aspects of FCL
processes and do not address resource contention between
(continuous) training and inference.

1https://github.com/pfrag/hflop

B. Joint training-inference optimization in federated learning

Most research on federated learning focuses on model
training (e.g., model pruning [26], gradient compression [27],
etc.) rather than the inference stage (e.g., [28]). Especially
in continuous learning, where models need to be constantly
updated, it can happen that inference requests and training
overlap. One of the first papers that emphasizes the problem
of joint optimization of model training and inference is by Han
et al. [18]. To characterize the clients’ inference performance,
the authors introduce the notion of the age of the model to
represent how much the models on the client side differ from
the global model. Another challenge mentioned in the paper
is the close coupling between clients’ decisions, including
participation probability in FL, model download probability,
and service rates. To address these challenges, the authors
offer an online problem approximation that reduces complexity
and optimizes resources for model training and inference. Our
work shares a similar motivation but focuses on the hierarchi-
cal setting. Despite the extensive literature on HFL [6]–[15],
we are not aware of any works that jointly consider training
and inference serving in HFL.

C. Applications to traffic flow prediction

From a use-case perspective, one area where continuous
learning and federated learning are often required is Traffic
Flow Prediction (TFP), which is also the application scenario
we experiment with in this work (§ V). Predicting traffic flow
is crucial for reducing congestion and improving transportation
efficiency in smart cities [29]. In TFP, distributed sensors
measure traffic flow and train local models to predict how the
traffic flow will evolve in the future. Due to the constantly
changing traffic situation, the models have to be retrained
continuously. Zhang et al. [30] present CTFed, a hierarchical
FL approach to train Graph Neural Networks for TFP, cluster-
ing clients based on the similarity of their local models. Liu
et al. [31] propose an FL-based gated recurrent unit neural
network algorithm (FedGRU). Yuan et al. [29], on the other
hand, propose an FL scheme based on the Spatial-Temporal
Long and Short-Term Networks (FedSTN) algorithm for TFP.
To integrate external factors into TFP, a Semantic Capture
Network (SCN) is introduced to capture the regional flow
relationship and the influence of Point of Interest (POI) on
TFP. Hu et al. [32] propose an FL-based spatial-temporal
traffic demand prediction model (FedSTTDP) while ensuring
data security and privacy. In contrast to the mentioned works,
we also target low-latency TFP serving for the hierarchical
FL setup in particular.

III. SYSTEM ARCHITECTURE

Hierarchical federated learning aims to reduce centralized
FL’s communication cost and alleviate the load of a single
aggregation server. FL clients are organized in clusters based
on criteria such as their network proximity and perform
aggregations first on a local level with the mediation of a
local aggregation server: client devices transmit their trained
models to local servers after a set number of training epochs
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and receive updated (aggregated) models by their local servers;
this process constitutes a local aggregation round. After a
configurable number of epochs and local aggregation rounds,
the derived cluster-local model is sent to the global server for
global aggregation and redistribution of a new version of the
global model to clusters; this constitutes a global aggregation
round.
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Fig. 1: Architectural view of our hierarchical federated learn-
ing orchestration framework. Our framework supports the joint
orchestration of distributed training and inference serving.

We address the challenges associated with the dynamic
orchestration of such processes and put our work in the context
of an HFL orchestration system. While the technical details
of such a system are outside the scope of this paper, in this
section, we provide its high-level overview and demonstrate
how the functionality we present fits into this framework. We
apply a two-level orchestration approach, depicted in Fig. 1.
Our design relies on two main components. The first is a
general purpose orchestrator (GPO), such as Kubernetes, to
enable the collection of information about the underlying com-
pute infrastructure, e.g., nodes capable of hosting HFL service
components, and manage the deployment of these components
as containerized microservices distributed over the computing
continuum. The second is a special-purpose, HFL-specific
service orchestrator. This component makes decisions at the
HFL level, and the mechanisms we present in this paper are
within its scope.

One element of this service-specific orchestrator is the
learning controller, which manages the HFL runtime. This
controller retrieves information from the GPO on node re-
source states, underlying networks, and information on the
clients requiring inference services. This information is pro-
vided as the input for the HFL clustering mechanism, whose
role is to form a hierarchy of FL clients and local aggregation
nodes, solving the optimization problems therein – a major
focus of this paper is on this mechanism in particular (see
Section IV). The output of the clustering mechanism prescribes
a specific HFL configuration, which is eventually translated
to (i) an actual containerized deployment implemented by
the GPO at the instruction of the learning controller and, in
turn, (ii) a concrete distributed HFL service instance, managed
by the learning controller and implemented by microservices
running on client devices, edge nodes, and the cloud. Besides

assigning FL devices to aggregator nodes, and depending
on the specific instantiation of our orchestration system, the
clustering mechanism may decide on further FL service pa-
rameters, such as the number of local epochs and local/global
aggregation frequencies.

To enable model serving, the inference controller is trig-
gered at the end of the deployment phase to deploy and
configure an inference service and an inference request agent
per node. In the context of hierarchical FL, an FL service can
be a client that trains on local data or a server (aggregator)
that provides model aggregation on a local or global level. The
same model, updated during the learning process, can be used
for inference. Therefore, on the same node, the orchestrator
deploys an inference service, which is a server that provides
an interface for interaction with the model. Also, each node
hosts an inference routing agent, a proxy that decides where
an inference request will be processed, implementing specific
request routing logic. For example, if the node is under a heavy
workload, such as when training a DL model, the routing agent
forwards the requests to an inference service higher up in the
hierarchy, i.e., the parent server (aggregator). Information on
the load can be extracted from the GPO node controller.

We should finally note that orchestration tasks involve
deploying and managing services at runtime. Therefore, or-
chestration must adapt to environmental changes, such as
node failures and network changes. The learning controller
monitors the learning pipeline and reacts to these changes
by performing re-clustering on environmental events. On the
other hand, orchestration also needs to adapt to service-specific
events. For example, in the continual learning settings our
architecture targets, a task of the inference controller is to
monitor inference services and trigger a new HFL task if
inference accuracy is below a specific threshold.

IV. THE INFERENCE-AWARE HFL ORCHESTRATION
PROBLEM

We now focus on the internals of the HFL clustering
component of our architecture. We introduce a model of
our system that captures the co-existing and inter-dependent
training and inference processes and we provide an integer
linear programming formulation for the inference-aware HFL
orchestration problem. A solution to this problem represents
a cost-minimizing HFL cluster configuration.

A. System model

A set of n devices participate in an FL task, and m edge
host locations exist that are eligible to place an aggregator.
The communication cost for device-edge host pair (i, j) is
given by c

(d)
ij . For example, c(d)ij = 0 implies that uploading

data from device i to an aggregator placed at edge node j
incurs no cost, as would be the case for an aggregator placed
inside a device’s local area network or, more generally, if the
device is connected over an unmetered link. Similarly, the
communication cost between the global server and edge node
j is given by c

(e)
j .
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After several epochs, clients upload the result of their
computation to their associated aggregator (local round). After
a specified number of local rounds, all aggregators submit their
models to the global server, which computes a global model
and broadcasts it to the aggregators, which in turn relay it to
their associated client devices (global round).

At the same, device i generates inference requests at a
rate of λi. Each inference request must be processed by
a node hosting a version of the ML model under training,
i.e., the device itself, its associated aggregator, or the global
server. Edge node j has a specific inference request processing
capacity rj (in requests/s), while we assume for simplicity
that the capacity of the cloud-hosted global server is infinite.
Requests are routed using the following rules:
• R1: If the device generating an inference request is busy

training, the request is always offloaded to the device’s
associated aggregator.

• R2: If the device is not participating in the current FL round,
it independently decides to process the request locally or
offload it to the closest aggregator.

• R3: The aggregator processes requests of its associated busy
devices with priority and may serve requests by devices not
active in the current FL round (or, more generally, requests
by entities external to the FL process) only if the load
generated by the former is sufficiently below its capacity.
Otherwise, it will offload excess requests to the cloud; the
aggregator thus operates as a device proxy.

B. Problem formulation

Given these inference workload processing rules, the HFL
orchestrator needs to solve the following problem: How to
place aggregators at edge nodes and assign FL clients to
them so that FL communication cost is minimized, subject to
inference processing capacity constraints of edge hosts.

A solution to this problem is represented by assigning
values to binary variables xij for i = 1, 2, · · · , n and
j = 1, 2, · · · ,m. These variables encode device-edge node
associations, where xij = 1 if device i is associated with an
aggregator placed at edge node j, and xij = 0 otherwise.
We further introduce binary variables yj , j = 1, 2, · · · ,m,
where yj = 1 if an aggregator is placed at edge node j and 0
otherwise.

We provide the following binary integer linear programming
formulation for the HFL Orchestration Problem (HFLOP),
where the objective is to find a configuration that minimizes
the communication costs of HFL:

minimize

n∑
i=1

m∑
j=1

xijc
(d)
ij l +

n∑
j=1

yjc
(e)
j (1)

subject to xij ≤ yj , ∀ i ∈ [1, n] , ∀ j ∈ [1,m] (2)

yj ≤
n∑

i=1

xij , ∀ j ∈ [1,m] (3)

n∑
i=1

xijλi ≤ rj , ∀ j ∈ [1,m] (4)

m∑
j=1

xij ≤ 1, ∀ i ∈ [1, n] (5)

n∑
i=1

m∑
j=1

xij ≥ T (6)

xij , yj ∈ {0, 1}, ∀ i ∈ [1, n], ∀ j ∈ [1,m] (7)

The objective function (1) consists of two terms. The LHS
term expresses the cost of local aggregation rounds, where
l is the number of local aggregations taking place before a
global aggregation round. In practical terms, assigning devices
to local edge aggregators, to which connectivity is cheap/free,
tends to reduce this cost component. The RHS term is the cost
of global aggregation, which involves each edge aggregator
uploading a model update to the global server and receiving the
global model. Reducing the number of edge aggregators tends
to reduce this cost (limited by edge host capacity constraints
and at the expense of potentially having clients associated with
remote aggregators).

We have dropped the constants expressing the model size
and that both local and global aggregation involve two commu-
nication directions; thus, in absolute terms, the cost doubles.
Finally, we assume the uplink and downlink costs are the
same, though our model is straightforward to extend in order
to capture cost asymmetries. Constraint set (2) ensures that
an aggregator is always placed at edge node j if at least
one edge device is associated with it. Conversely, constraint
set (3) does not allow an aggregator to be placed at an edge
node without any associated devices. This set of constraints
is often redundant, as operating an aggregator at node j
typically comes at a cost; if no devices are associated with
it, then yj = 1 will not be part of the optimal solution.
Edge node capacity constraints are given by (4). Constraint (5)
allows each device to associate with at most one aggregator.
Additionally, constraint (6) ensures that a minimum number
of devices T participates in FL. Finally, (7) constrains the
variables to binary values.

Notably, HFLOP is a generalization of the Capacitated
Facility Location Problem (CFLP) with unsplittable flows,
i.e., the CFLP version where a single facility must serve
the whole demand of an entity. This problem is known to
be NP-hard [33]. Any instance of this CFLP version can be
transformed to an instance of HFLOP by (i) creating one edge
node for each potential facility location and one device for
each location to be served, (ii) setting c

(e)
j to the setup cost of

each corresponding location, and device communication costs
c
(d)
ij to the transportation costs between locations i and j, and

(iii) setting T = n, i.e., all devices (cf. locations) need to be
covered.

C. Performance considerations

Given the hardness of the problem, dealing with large
instances can be challenging. Fig. 2 presents the time to derive
the optimal solution to HFLOP for varying problem instance
sizes using the branch and cut algorithm by CPLEX on a host
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Fig. 2: Execution times of deriving the optimal solution to
HFLOP using a commercial solver (CPLEX). Mean execution
times are reported with 95% confidence intervals.

with an 8-core AMD Ryzen CPU and 32 GB of RAM. For
scenarios with 10.000 devices and 100 edge host locations,
it takes hundreds of seconds to find an optimal assignment,
while for larger instances, it can become prohibitively expen-
sive computationally to solve the problem optimally due to
severely increasing CPU and memory requirements. However,
this approach is feasible for many practical cases, given that
HFLOP may not need to be solved frequently. For larger-
scale scenarios, adaptations of heuristics and approximation
algorithms for versions of the facility location problem [33],
[34] can be considered.

V. EVALUATION

The following experiments aim to evaluate the performance
of our scheme (HFLOP) on a real-world dataset. We wish
to quantify the effects of using HFLOP on the accuracy of
federated learning clients, the communication cost of aggre-
gation rounds, and the inference serving time. By examining
these factors, we can determine whether HFLOP improves
communication costs and inference processing time without
negatively impacting training.

A. Methodology and use case

Fig. 3 illustrates a hierarchical federated learning setup with
inference requests and an overview of the use case that shapes
our experiment setup. Federated learning clients continuously
train models on their local data. After some time, they send
their data to local servers that either aggregate the models
and send them back to the clients or forward the aggregated
models to the global server. While some federated learning
clients are training, some entities may send inference requests
to the closest server, which is a federated learning client in
most cases. The inference request will be forwarded to the
closest local server if the FL client is busy training. If this
server is busy, the request will be forwarded to the global
server.

We use the traffic forecasting dataset based on Los Ange-
les Metropolitan traffic (METR-LA) for the experiments. Its

Fig. 3: Different FL clients are clustered and connected to their
closest local server. An inference request is sent to the closest
server, which processes the request on its model or sends it to
a local server if it is busy training. The local server processes
the request or, if it reaches its processing capacity, forwards
it to a cloud server, which then answers the request.

sensors are depicted in Fig. 4. This dataset contains traffic
information collected from loop detectors in the highway of
Los Angeles County [35]. In the dataset, there are 207 sensors
and 4 months of data ranging from March 1st, 2012, to June
30th, 2012. Traffic information is recorded every 5 minutes
for 34.272 time stamps.

Fig. 4: Sensor distribution of the METR-LA dataset.

B. Continuous learning performance

1) Continuous learning: The tests conducted in this work
for continuous learning, continuous federated learning, and
continuous federated learning with inference requests ran on
a server that is equipped with 32 CPUs, specifically the AMD
Ryzen 9 5950X 16-Core Processor, each with a maximum
clock speed of 5083.3979 MHz. Additionally, the server incor-
porates 2 NVIDIA GeForce RTX 3090 GPUs, each featuring
24576 MB of memory.

To test the benefits of continuous learning and whether
it improves the accuracy of the model, we conducted some
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experiments using a Gated Recurrent Units (GRU) architec-
ture. Recurrent Neural Networks (RNNs) are often used for
time-series predictions, and GRUs have gating mechanisms
to improve the information flow. Therefore, they are often
used in federated time-series prediction [31], [35]. The GRU
was trained for 20 epochs on 4 weeks of the data, and the
remaining data was used for testing. The best results were
achieved using a batch size of 16, a hidden size of 128, 2
layers, and a learning rate of 0.0001. After training for 100
epochs, the Mean Squared Error (MSE) predicting the test
data was 0.04470, and the MSE of the retrained model that
continuously retrained on new data was 0.04284. These results
demonstrate that continuously training the model decreased the
MSE.

2) Continuous federated learning: After the first tests were
conducted to find the best hyperparameters for the model
and to show the benefits of continuous training, the next
step was to evaluate continuous federated learning. We first
clustered the clients for the hierarchical experiments based on
their location. This ensures that when an edge aggregator is
added, its network cost and latency are reduced. In Fig. 5, one
can see the street map after the sensors have been clustered.
Each color represents a different cluster. The minimal number
of participating devices given in Constraint (6) is for these
experiments set to 20. Since there are 4 clusters, 5 random
sensors were chosen from each cluster for training an ML
model. These sensors that were chosen are marked in red and
are also shown in Fig. 5.

Fig. 5: Clustered sensors using the METR-LA dataset.

To simulate continuous learning, we use 3 weeks of training
and 1 week of validation. After each aggregation round, the
global time shifts for some timestamps so that the number of
training and test samples stays the same, but it is shifted to
simulate time passing. The MSE results for 100 aggregation
rounds, using 20 clients trained for 5 epochs and 3 different
setups, are shown in Fig. 6.

In this figure, one can see the MSE that has been calculated
for each client directly after receiving the global model for
up to 100 aggregation rounds when having a non-hierarchical
setup (Fig. 6a), a hierarchical setup based only on the locations
(Figure 6b) and a hierarchical setup using HFLOP (Fig. 6c).

(a) Non-hierarchical setup.

(b) Hierarchical setup with 4 edge
servers and 2 local aggregations
before a global aggregation.

(c) HFLOP setup with 4 edge
servers and 2 local aggregations
before a global aggregation.

Fig. 6: MSE of 20 clients, each of them is represented in a
different color. Each client tests on its local data after receiving
the global model.

Fig. 6 demonstrates that the global MSE improves after the
first few aggregation rounds as the MSE significantly decreases
for most clients. For all settings, the model converges after
about 20 aggregation rounds; for the non-hierarchical setup,
this means that about 20 aggregation rounds with the cloud
server are needed, whereas in the hierarchical setups, 20
aggregation rounds with the local servers were required and
only 10 cloud aggregations. The MSE slightly increases after
around 50 aggregation rounds. One reason for this increase
may be the changing data. However, after some time, the MSE
decreases again, showing that there are some oscillations, but
overall, the model indeed converges.

C. Inference serving performance

1) Benchmarks: The subsequent experiments demonstrate
the performance when inference requests are served while the
clients continuously train. The clustering strategies for the
hierarchical experiments remain the same. In addition, each of
the federated learning devices is assigned a rate λi at which
it produces inference requests. For the hierarchical federated
learning experiments, edge servers are added, each having a
certain capacity rj to handle inference requests. If an edge
server receives more inference requests than it can handle, it
forwards the additional requests to the cloud server.

a) Non-hierarchical FL benchmark: In the non-
hierarchical experiment, the federated learning clients busy
with training forward their inference requests to a cloud server.

b) Hierarchical FL benchmark: For the hierarchical FL
benchmark experiments, the clients are clustered based on their
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location and send their inference requests to their local aggre-
gator. If the number of inference requests exceeds capacity, the
local aggregator forwards the request to the global aggregator.

c) Hierarchical FL with HFLOP: For these experiments,
the clients are clustered using HFLOP. Therefore, not only
their location but also their inference request rate is considered
when clustering. If the number of inference requests exceeds
available capacity, the local aggregator forwards the request to
the global aggregator.

For the experiments, we assume that the latency for sending
requests to the global server/cloud is between 50 and 100
ms. To make reasonable assumptions on latency, we measured
HTTP response times (round-trip) to different cloud servers
from other devices and networks. The latency cost to the
local/edge servers is much lower and estimated between 8 and
10 ms.

2) Inference serving latency: Fig. 7 depicts the time in
seconds it took until a client received a response to an
inference request. This figure shows that inference serving
latency using the vanilla/non-hierarchical architecture is much
higher than the other methods. The higher response times are
because it takes much more time to send the requests to the
cloud server than to edge servers. In these tests, we assumed
that the edge servers had comparable processing power for the
inference requests.

Fig. 7: Response times of inference requests.

The average response times were for the non-hierarchical
benchmark 79.07 ms ± 15.94, for the hierarchical benchmark
17.72 ms ± 24.26, and for HFLOP 9.89 ms ± 4.63.

3) End-to-end latency across different computing capac-
ities: This section compares the end-to-end latency when
assuming different computing capacities on edge and cloud
servers. In the previous section, the assumption was made
that the servers placed on edge nodes are as powerful as
cloud servers. Since this is often not the case, we compare
the methods, considering a theoretical speedup of up to 95%.

(a) End-to-end latency with
speedup and inference request
rates λi, ∀ i ∈ [1, n].

(b) End-to-end latency with
speedup and inference request
rates λi × 10, ∀ i ∈ [1, n].

Fig. 8: End-to-end latency with different speedups and infer-
ence request rates.

In Fig. 8, one can see the end-to-end latency of the three
methods. The non-hierarchical benchmark is depicted in or-
ange, the hierarchical benchmark is visualized in blue, and
HFLOP is visualized in green. Since the inference time is
much lower than network-induced latency, there is almost no
difference when increasing the speedup in Fig. 8a. When the
inference request rate is increased 10 times (Fig. 8b), the non-
hierarchical method has a lower average latency than the other
methods when the speedup is above 14.25.

D. Cost savings

We then turn our attention to communication costs. We
simulate a scenario with n = 500 devices and increasing edge
node densities with the following setup: For each device, there
is a single edge node accessible at zero cost (e.g., a host in
the same local area network), while the rest are accessible at
unit cost. All edge hosts communicate with the global server
at unit cost, and we force all clients to participate in training.
Inference workloads and capacities are drawn uniformly at
random. We compare the following three mechanisms: (i)
vanilla FL, (ii) HFLOP, and (iii) the uncapacitated variant of
HFLOP, where each edge host is assumed to have infinite
request processing capacity. The ML model under training is
the one applied in our use case, whose size in serialized format
is 594 KB. This is the payload uploaded/downloaded by an
entity that submits a model update and receives a new model
version. We configure HFL so that one global aggregation
round takes place every two local ones; this is a rather
conservative approach from a cost perspective, as it leads to
a larger number of costly global aggregations. We compare
the three approaches in terms of their communication cost
until convergence, expressed as the volume of traffic exchanged
over metered links, i.e., excluding the traffic exchanged over
zero-cost connections. In the experiments presented in Fig. 6,
convergence is ensured after approximately 100 aggregation
rounds in all scenarios, which is what we also assume for
this experiment. (If we assume convergence after 20 rounds
instead, as discussed in Section V-B2, the results in absolute
traffic volume terms we report below are scaled down accord-
ingly.) Given our configuration, this corresponds to 50 global
aggregation rounds for the hierarchical FL experiments. The

Authorized licensed use limited to: TU Wien Bibliothek. Downloaded on January 26,2026 at 07:20:26 UTC from IEEE Xplore.  Restrictions apply. 



 55

 60

 65

 70

 75

 80

 85

 90

 95

 100

1:64 1:32 1:16 1:8 1:4 1:2

C
o
s
t 
s
a
v
in

g
s
 r

e
la

ti
v
e
 t
o
 F

L
 [
%

]

Edge node density (1 edge node : x devices)

HFLOP (uncapacitated)
HFLOP

Fig. 9: Cost savings relative to standard FL for increasing edge
node densities and a fixed number of n = 200 devices. Mean
values are reported with 95% confidence intervals.

uncapacitated HFLOP variant serves as the lower bound in
terms of communication cost: since inference workloads of
devices and the inference processing capacity of individual
edge nodes are ignored, the derived solution is the best one
could expect from a cost perspective.

Fig. 9 reports the communication cost reduction (%) the
two HFL variants achieve against standard FL. In our setup,
these savings are more drastic when edge host density is low:
devices always have an edge host reachable at zero cost, which
may be used if capacity constraints (if any) allow it and costly
aggregator-cloud links are only a few. In practice, though,
this would necessitate a few very high-capacity and cheaply
reachable edge nodes. In more general settings (i.e., where
devices and edge nodes have diverse communication costs and
not unit ones), the cost gap between the two HFL variants is
much more narrow. Also, this cost gap gets narrower the more
the overall available capacity; the capacity configurations we
selected for this experiment favor the uncapacitated version of
HFLOP. Finally, in absolute traffic volume terms and for the
clustered topology we experimented with in our use case (4
edge nodes, 20 devices), approximately 2.37 GB, 0.53 GB, and
0.24 GB was transmitted over metered links until GRU model
training convergence using FL, HFLOP, and its uncapacitated
version, respectively.

VI. DISCUSSION

Variants of the orchestration problem. HFLOP can be
extended in various ways to capture different operational
requirements. Straightforward extensions include enforcing
privacy-related constraints, where a device is allowed to as-
sociate only with edge nodes that it trusts, and considering
device reliability in assignment decisions as long as such per-
device information exists. These can be implemented with
modified or additional HFLOP constraints. More importantly,
current hierarchical federated learning designs often consider
the effects of differences in client data distributions on learning

performance, adding this dimension in their configuration
decisions [15]. Solving HFLOP while ensuring balanced data
distributions among device clusters is an interesting and chal-
lenging problem.
Alternatives for inference serving. In our problem settings,
we assume that a device that is busy training can offload
all its inference workload to its associated edge node. Other
inference-serving schemes, however, can be considered. For
instance, trading inference quality for fast local execution,
a device whose GPU is busy with an FL task can use
a lower-complexity ML model for the same inference task
suitable for CPU execution, such as a quantized version of the
global model. Furthermore, more intelligent request routing
strategies could be implemented at the device and the edge
host (aggregator) end.
Dealing with environment dynamics. In practical FL set-
tings, it is reasonable to expect that the device population
fluctuates and that the conditions at edge nodes may change,
e.g., in the presence of other application workloads that may
affect the request processing capacity of edge nodes. Such
changes may imply that a solution to HFLOP is not optimal
anymore, and the question of what conditions should trigger its
re-execution remains open. Adapting an HFL configuration in
response to such changes requires considering reconfiguration
costs and potentially applying heuristic schemes to deal with
the complexity of HFLOP. This is the subject of our ongoing
work on adaptive FL orchestration.

VII. CONCLUSION

This work addressed the challenge of inference serving
during training in a federated learning environment. This
challenge is particularly evident in continuous learning set-
tings, where models must be retrained while serving inference
requests. To this end, we introduced the inference-aware Hier-
archical Federated Learning Orchestration Problem (HFLOP),
which clusters federated learning clients considering their indi-
vidual inference request workload and network costs, ensuring
that inference requests are served as close to the clients as pos-
sible, lowering communication costs and response times. Our
systematic experiments show that our orchestration scheme
decreases the communication cost without affecting the contin-
uous training of the federated learning clients. Our experiments
also demonstrated significantly reduced end-to-end inference
latency, achieving better results by processing inference re-
quests on nearby edge servers. These performance benefits
were sustained even for inference processing workloads that
exceeded edge infrastructure capacity and in the presence
of highly asymmetric compute resource capabilities between
edge and cloud hosts.
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