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Abstract. Cloud computing is a newly emerged computing infrastruc-
ture that builds on the latest achievements of diverse research areas, such
as Grid computing, Service-oriented computing, business process man-
agement and virtualization. An important characteristic of Cloud-based
services is the provision of non-functional guarantees in the form of Ser-
vice Level Agreements (SLAs), such as guarantees on execution time or
price. However, due to system malfunctions, changing workload condi-
tions, hard- and software failures, established SLAs can be violated. In
order to avoid costly SLA violations, flexible and adaptive SLA attain-
ment strategies are needed. In this paper we investigate the application of
autonomic computing to SLA-based resource virtualization considering
a three-layered Cloud based infrastructure including agreement negoti-
ation, service brokering and deployment using virtualization. For each
layer we exemplify how the principles of autonomic computing can be
applied to achieve component self-management.

Key words: Self-management, SLA negotiation, Service Brokering, On-
demand deployment, Resource virtualization

1 Introduction

Grid Computing [6] has succeeded in establishing production Grids serving var-
ious user communities all around the world. Cloud Computing [2] is a novel
infrastructure that focuses on commercial resource provision and virtualization.
Both Grids and Service Based Applications (SBAs) already provide solutions
for executing complex user tasks, but they are still lacking non-functional guar-
antees. The newly emerging demands of users and researchers call for expand-
ing service models with business-oriented utilization (agreement handling) and
support for human-provided and computation-intensive services [2]. Providing
guarantees in the form of Service Level Agreements (SLAs) are highly studied
in Grid Computing [10, 1,3]. Nevertheless in Clouds, infrastructures are also
represented as a service that are not only used but also installed, deployed or
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replicated with the help of virtualization. These services can appear in complex
business processes, which further complicates the fulfillment of SLAs in Clouds.
For example, due to changing components, workload and external conditions,
hardware and software failures, already established SLAs may be violated. Fre-
quent user interactions with the system during SLA negotiation and service
executions (which are usually necessary in case of failures), might turn out to
be an obstacle for the success of Cloud Computing. Thus, the development of
the appropriate strategies for autonomic SLA attainment represents an emerg-
ing research issue. Autonomic Computing is one of the candidate technologies
for the implementation of SLA attainment strategies. Autonomic systems re-
quire high-level guidance from humans and decide, which steps need to be done
to keep the system stable [17]. Such systems constantly adapt themselves to
changing environmental conditions. In our previous work [16] we presented a
unified service architecture (called SLA-based Resource Virtualization — SRV)
built on a three-layered Cloud-based infrastructure including agreement nego-
tiation, brokering and service deployment/virtualization layer combined with
business-oriented utilization used for SLA handling. In this paper we further
examine this architecture and investigate how to apply principles of Autonomic
Computing to the basic components of the SLA-based virtualization architec-
ture in order to cope with changing user requirements and on demand failure
handling.

The main contributions of this paper are: (i) the application of principles of
autonomic computing to the SLA-based resource virtualization architecture, and
(ii) demonstration of the application of autonomic computing based on selected
case studies for meta-negotiation, meta-brokering, brokering and automatic ser-
vice deployment. In the following section we summarize related works, in Section
3 we introduce the overall architecture and define the participating components.
In Section 4 the components of the three problem areas are detailed, and in
Section 5 we demonstrate the usage of the presented infrastructure in a car
manufacturing scenario. Finally Section 6 concludes the paper.

2 Related work

Though cloud-based service execution is rarely studied, some related works have
already started to investigate, how business needs and more dynamicity could
be represented in service execution. Most of related works consider either virtu-
alization approaches [5, 12, 7] without taking care of agreements or concentrates
on SLA management neglecting the appropriate resource virtualizations [14, 3].
Works presented in [11, 9] discuss incorporation of SLA-based resource brokering
into existing Grid systems, but they do not deal with virtualization. The Rudder
framework [8] facilitates automatic Grid service composition based on semantic
service discovery and space based computing.

Lee et al. discusses application of autonomic computing to the adaptive man-
agement of Grid workflows [20] with MAPE (Monitoring, Analysis, Planning,
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Execution) decision making [17], but they also neglect deployment and virtual-
ization.

Regarding meta-brokering, LA Grid [13] developers aim at supporting grid
applications with resources located and managed in different domains. They de-
fine broker instances, each of them collects resource information from its neigh-
bors and save the information in its resource repository. The Koala grid scheduler
[4] was redesigned to inter-connect different grid domains. They use a so-called
delegated matchmaking (DMM), where Koala instances delegate resource infor-
mation in a peer-2-peer manner. Gridway introduced a Scheduling Architectures
Taxonomy [23], where Gridway instances can communicate and interact through
grid gateways. These instances can access resources belonging to different Grid
domains. Comparing the previous approaches, we can see that all of them use
high level brokering that delegate resource information among different domains,
broker instances or gateways. These solutions are almost exclusively used in
Grids, they cannot co-operate with different brokers operating in pure service-
based or cloud infrastructures. On the contrary, our proposed Meta-Broker can
manage diverse, separated brokers.

Current deployment solutions do not leverage their benefits on higher level.
For example the Workspace Service (WS) [5] as a Globus incubator project sup-
ports wide range of scenarios involving virtual workspaces, virtual clusters and
service deployment from installing a large service stack to deploy a single WSRF
service if the Virtual Machine (VM) image of the service is available. It is de-
signed to support several virtual machines. The XenoServer open platform [12]
is an open distributed architecture based on the XEN virtualization technique
aiming at global public computing. The platform provides services for server
lookup, registry, distributed storage and a widely available virtualization server.
Also the VMPlants [7] project proposes an automated virtual machine configu-
ration and creation service which is heavily dependent on software dependency
graphs, but this project stays within cluster boundaries.

3 Application of the principles of autonomic computing to
SLA-based resource virtualization (SRV) architecture

In this section we introduce the basic principles of autonomic computing, and
describe the application of the autonomic computing to an SLA-based resource
virtualization environment in Clouds.

3.1 Autonomic Systems

Autonomic systems require high-level guidance from humans and decide, which
steps need to be done to keep the system stable [17]. Such systems constantly
adapt themselves to changing environmental conditions. Similar to biological sys-
tems (e.g. human body) autonomic systems maintain their state and adjust op-
erations considering changing components, workload, external conditions, hard-
ware, and software failures. Usually, autonomic systems comprise one or more
managed elements e.g. QoS elements.
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Fig. 1. (a) General architecture of an autonomic system and (b) the main components
of SRV and their connections

An important characteristic of an autonomic system is an intelligent closed
loop of control. As shown in Figure 1 the Autonomic Manager (AM) manages the
element’s state and behavior. It is able to sense state changes of the managed
resources and to invoke appropriate set of actions to maintain some desired
system state. Typically control loops are implemented as MAPE (monitoring,
analysis, planning, and execution) functions [17]. The monitor collects state
information and prepares it for the analysis. If deviations to the desired state
are discovered during the analysis, the planner elaborates change plans, which
are passed to the executor.

3.2 Autonomically managed SLA-based resource virtualization
(SRV) approach

In our previous work [16] we presented a unified service architecture (SRV) that
builds on three main areas: agreement negotiation, brokering and service de-
ployment using virtualization. We suppose that service providers and service
consumers meet on demand and usually do not know about the negotiation pro-
tocols, document languages or required infrastructure of the potential partners.
The general architecture is highlighted in Figure 2. The relevant actors of this
architecture are:

— MN — Meta-Negotiator: A component that manages Service-level agree-
ments. It mediates between the user and the Meta-Broker, selects appro-
priate protocols for agreements; negotiates SLA creation, handles fulfillment
and violation.

— MB — Meta-Broker: Its role is to select a broker that is capable of deploying
a service with the specified user requirements, and propagate negotiation
processes to brokers (by acting as a negotiator).

— B — Broker: It interacts with virtual or physical resources, and in case the
required service needs to be deployed it interacts directly with the ASD.
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— ASD — Automatic Service Deployment: It installs the required service on the
selected resource on demand.

— S — Service: The service that users want to deploy and/or execute.

— R — Resource: Physical machines, on which virtual machines can be de-
ployed/installed.

In our SRV approach users describe the requirements for an SLA negotia-
tion on a high level using the concept of meta-negotiations. During the meta-
negotiation only those services are selected, which understand specific SLA docu-
ment language and negotiation strategy or provide a specific security infrastruc-
ture. After the meta-negotiation process, a meta-broker selects a broker that is
capable of deploying a service with the specified user requirements. Thereafter,
the selected broker negotiates with virtual or physical resources — with the help
of ASD — using the requested SLA document language and the specified negoti-
ation strategy. Once the SLA negotiation is concluded, service can be deployed
on the selected resource using the virtualization approach.

In this paper we focus on illustrating how autonomic computing can be ap-
plied in the SRV components of the architecture. Figure 2 shows the autonomic
management interfaces and connections of the components.
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Fig. 2. Autonomic components in SRV.

We distinguish three types of interfaces: the job management interface, the
negotiation interface and the self-management interface.

Negotiation interfaces are typically used by the monitoring processes of bro-
kers and meta-brokers during the negotiation phases of the service deployment
process. Self-management is needed to re-negotiate established SLAs during ser-
vice execution. The negotiation interface implements negotiation protocols, SLA
specification languages, and security standards as stated in the meta-negotiation
document [16].

Job management interfaces are necessary for the manipulation of services
during execution, for example for the upload of input data, or for the download
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of output data, and for starting or canceling job executions. Job management in-
terfaces are provided by the service infrastructure and are automatically utilized
during the service deployment and execution processes.

In the following we focus on the self-management interface. The Autonomic
manager is notified about the system malfunction through appropriate sensors
(see Figure 2). This interface specifies operations for sensing changes of the de-
sired state and for reacting to that changes. Sensors can be activated using some
notification approach (e.g. implemented by the WS-Notification standard). Sen-
sors may subscribe for specific topic, e.g. violation of the execution time. Based
on the measured values as demonstrated in [18] notifications are obtained, if
execution time is violated or seems to be violated very soon. After the activa-
tion of the control loop, i.e. propagation of the sensed changes to the appropriate
component, the service actuator reacts and invokes proper operations, e.g. migra-
tion of resources. An example software actuator used for the meta-negotiations
is the VieSLAF framework [18], which bridges between the incompatible SLA
templates by executing the predefined SLA mappings. Examples of the control
loops are discusses in Figure 3. Based on various malfunction cases, the auto-
nomic manager propagates the reactions to the Meta negotiatiator, Meta-broker
or Automatic Service Deployer. We discuss the closed loop of control using the
the example with meta-negotiations.
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Fig. 3. Use cases for applying the autonomic processes to SRV
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4 Autonomic components in SRV

In this section we investigate the SRV architecture considering self-management
capabilities. We discuss autonomic capabilities using representative use cases for
each SRV layer. Figure 3 summarizes the SRV components and the correspond-
ing self-management examples. In section 4.1 we discuss the meta-negotiation
component and present autonomic negotiation bootstrapping. In Section 4.2 we
discuss the brokering functionalities of SRV and present a self-management solu-
tion for dealing with broker failures. Finally, in section 4.3 we discuss autonomic
service deployment and virtualization for handling resource and service failures.

4.1 Meta-negotiation

In this subsection we demonstrate, how the principles of autonomic comput-
ing can be applied to the self-management of the meta-negotiation process by
presenting a case study for negotiation bootstrapping and a case study for an
autonomic system based on service mediation. A taxonomy of possible faults in
this part of the architecture, and the autonomic reactions to these faults are
summarized in Table 1.

Table 1. Taxonomy of faults and autonomic reactions for Meta Negotiation.

Fault Autonomic reaction
non matching SLA templates SLA Mapping [18]
non matching SLA languages bootstrapping [19]

lack of adequate offers or providers|lookup for additional meta-negotiation repositories

inconsistencies in SLA templates initiate new SLA mappings

Negotiation Bootstrapping Case Study. Before using the service, the
service consumer and the service provider have to establish an electronic con-
tract defining the terms of use. Thus, they have to negotiate the detailed terms
of contract, e.g. the execution time of the service. However, each service pro-
vides a unique negotiation protocol, often expressed using different languages
representing an obstacle within the SOA architecture and especially in emerging
Cloud computing infrastructures [2]. We propose novel concepts for automatic
bootstrapping between different protocols and contract formats increasing the
number of services a consumer may negotiate with. Consequently, the full po-
tential of publicly available services could be exploited.

Figure 3 depicts how the principles of autonomic computing can be applied
to negotiation bootstrapping [19]. The management is done through following
steps: as a prerequisite of the negotiation bootstrapping users have to specify a
meta negotiation (MN) document describing the requirements of a negotiation,
as for example required negotiation protocols, required security infrastructure,
provided document specification languages, etc. (More on meta negotiation can
be read in [1].) The autonomic management phases are described in the following:
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— Monitoring. During the monitoring phase all candidate services are se-
lected, where negotiation is possible or bootstrapping is required.

— Analysis. During the analysis phase the existing knowledge base is queried
and potential bootstrapping strategies are found (e.g. in order to bootstrap
between WSLA and WS-Agreement).

— Planning. In case of missing bootstrapping strategies users can define new
strategies in a semi-automatic way.

— Execution. Finally, during the execution phase the negotiation is started
by utilizing appropriate bootstrapping strategies.

Service Mediation Case Study. The principles of autonomic computing
can also be applied to service mediation as described next:

— Monitoring. During service negotiation and based on monitoring informa-
tion inconsistencies in SLA templates may be discovered. Inconsistencies may
include for example different indicators for the same term of contract e.g.,
the service price, which may be defined as the usage price at the consumer’s
side and as the service price at the provider’s side.

— Analysis. During the analysis phase existing SLA mappings are analyzed
e.g., existing and similar SLA mapping are queried.

— Planning. During the planning phase new SLA mappings can be defined,
if existing SLAs cannot be applied.

— Execution. Finally, during the execution phase the newly defined SLA map-
pings can be applied and the negotiation between heterogeneous consumers
and providers may start.

4.2 Service brokering

In this subsection we are focusing on the brokering components of the SRV ar-
chitecture and demonstrate, how the principles of autonomic computing can be
applied to these components. Brokers are the basic components that are respon-
sible for finding the required services with the help of ASD. This task requires
various activities, such as service discovery, matchmaking and interactions with
information systems and service registries. In our architecture brokers need to
interact with ASD and use adaptive mechanisms in order to fulfill agreements.
A higher-level component is also responsible for brokering in SRV: the Meta-
Broker. Meta-brokering means a higher level resource management that utilizes
existing resource or service brokers to access various resources. In a more gener-
alized way, it acts as a mediator between users or higher level tools (e.g. meta
negotiators or workflow managers) and environment-specific resource managers.
The main tasks of this component are: to gather static and dynamic broker prop-
erties (availability, performance, provided and deployable services, resources, and
dynamic QoS properties related to service execution), to interact with MN to
create agreements for service calls, and to schedule these service calls to lower
level brokers, i.e. match service descriptions to broker properties (which includes
broker provided services). Finally the service call needs to be forwarded to the
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Table 2. Taxonomy of faults and autonomic reactions in Service brokering.

Fault Autonomic reaction
physical resource failure new service selection
service failure new service selection
wrong service response new service selection
broker failure new broker selection
no service found by some broker| initiate new service deployment
no service found by some broker new broker selection
broker overloading initiate new broker deployment
meta-broker overloading initiate new meta-broker deployment

selected broker. More information on the components of the Meta-Broker can be
read in [16]. Autonomic behaviour is needed by brokers basically in two cases:
the first one is to survive failures of lower level components, the second is to
regain healthy state after local failures. A taxonomy of the sensable failures and
the autonomic reactions of the appropriate brokering components are gathered
and shown in Table 2. The fourth case, the broker failure, is detailed in the next
paragraph. To overcome some of these difficulties brokers in SRV use the help
of the ASD component to re-deploy some services. Its autonomic operation is
detailed in the next subsection.

Broker Failures Case Study. In the following we present a case study
showing how autonomic principles can be applied to the Meta-Broker to handle
broker failures:

— Monitoring. During the monitoring phase all the interconnected brokers
are tracked: the IS Agent component of the Meta-Broker gathers state in-
formation about the brokers. The Matchmaker component also incorporates
a feedback-based solution to keep track of the performances of the brokers.

— Analysis. During the analysis phase the Information Collector of the Meta-
Broker is queried for broker availability and performance results.

— Planning. In case of incoming service request the MatchMaker component
determins the ranking of the broker according to their performance data
gathered in the previous phases. In case of a broker failure the ranks are
recalculated and the failed broker is skipped.

— Execution. Finally, during the execution phase the broker with the highest
rank is selected for invocation.

4.3 Service deployment and virtualization

Automatic Service Deployment (ASD — [15]) is a higher-level service manage-
ment concept, which provides the dynamics to SBAs, e.g. during the SBA’s
lifecycle services can appear and disappear without the disruption of their over-
all behavior. The master copies of all deployable services should be stored in the
repository. In this context the master copy means everything what is needed in
order to deploy a service on a selected site — which we call a virtual appliance
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(VA). A VA could be either defined by an external entity or the ASD should be
capable of acquiring it from an already running system. The repository entries
help determine which services are available for deployment and which are the
static ones.

In SRV there is a bidirectional connection between the ASD and the service
brokers. First the service brokers could instruct ASD to deploy a new service.
This scenario was discussed in detail in [16]. However, deployments could also
occur independently from the brokers as explained in the following. After these
deployments the ASD has to notify the corresponding service brokers about the
infrastructure changes. This notification is required, because information systems
cache the state of the SBA for scalability. Thus even though a service has just
been deployed on a new site, the broker will not direct service requests to the
new site. This is especially needed when the deployment was initiated to avoid
an SLA violation.

Table 3. Taxonomy of faults and autonomic reactions in Self-Initiated Deployment.

Fault Autonomic reaction
Degraded service health state Service reconfiguration
Reconfiguration fails Initiate service cloning with state transfer
Defunct service Initiate service cloning
Service decommissioned Offer proxy
Proxy lifetime expired Decommission service proxy

Self-initiated Deployment. Here we provide some examples how third
party entities that can initiate deployment. Firstly, a BPEL engine could initiate
deployment of a service that is going to be used by the currently executed process
or workflow. Secondly, a prediction engine can initiate preemptive deployments
to avoid future peak service usages. Thirdly, it is possible to implement a service
container that could deploy services in order to serve requests to previously
unknown services. Finally, services with self-management interfaces (seen on
figure 2) could identify erroneous situations that could be solved by deploying
an identical service on another site. A summary of these possible faults and the
autonomic reactions can be seen in Table 3. We call this autonomous technique
the self-initiated deployment, and in the following we describe its autonomous
behavior:

— Monitoring. During the monitoring phase the ASD identifies two critical
situations. Firstly, when the autonomous service instance gets defunct (it is
not possible to modify the service instance so that it could serve requests
again). And secondly, the service instance could also get overloaded on such
an extent that the underlying virtual machine cannot handle more requests.

— Analysis. The ASD first decides whether the service initiated deployment
is required (because it was overloaded) or the its replication is necessary
(because it has became defunct). First in both cases the ASD identifies the
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service’s virtual appliance to be deployed, then in the latter case the ASD also
prepares for state transfer of the service before it is actually decommissioned.

— Planning. After the ASD identified the service it generates a deployment
job and requests its execution from the service broker.

— Execution. If a service is decommissioned on the original site, then a service
proxy is placed instead on the site. This proxy forwards the remaining service
requests to the newly deployed service using WS-Addressing. The proxy
decommissions itself when the frequency of the service requests to the proxy
decreases under a predefined value.

5 Scenario for autonomic arrangements of car assembly
testing services with the SRV architecture
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Fig. 4. Example scenario with the SRV architecture.
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In this section we demonstrate the utilization of our proposed SRV architec-
ture. We use the Auto Inc. scenario developed by the S-Cube project [21]. We
extend this scenario, and focus on its manufacturing step (see the step called
M1.3 on figure 4.9 in [22]). This step can be detailed on arbitrary levels, Figure 4
however does not plan to give a full overview on the car manufacturing process.
The main objective of this figure is to show the relation between the production
and testing processes of the manufacturing step. The production process is split
to several phases by Auto Inc. After the completion of every phase of the pro-
duction process, there is an option for testing the partially ready product. On
Figure 4 we choose the decision after the phase Pressing to show the initiation
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of the testing process. This decision however happens after every phase (e.g. ini-
tial assembly or painting), and the corresponding testing process could be also
initiated after their completion.

In the following paragraphs we are going to discuss what happens after the
decision is made that the scenario takes the alternative course towards testing.
The available computing resources are limited by the Auto Incs infrastructure,
so the services evaluating the test results are autonomously managed by our
proposed three layered service infrastructure (SRV). The infrastructure layers
are negotiation, brokering, and deployment. These layers adapt the Auto Incs
infrastructure to fit the current needs. In case the adaptation is not possible
within the boundaries of Auto Inc. the infrastructure layers could introduce
external Cloud computing [2] resources for the actual demands.

When a new testing evaluation request is formulated the testing process, it
initiates the meta-negotiation to propagate/translate the request details towards
lower levels. The meta-negotiation service applies self-management during the
negotiation bootrstrapping procedure as follows. Before using a service, the ser-
vice consumer and the service provider have to establish an electronic contract
defining the terms of use. Thus, they have to negotiate the detailed terms of
contract, e.g. the execution time of the service. However, each service provides a
unique negotiation protocol, often expressed using different languages represent-
ing an obstacle within the SOA architecture and especially in emerging Cloud
computing infrastructures. Automatic bootstrapping between different protocols
and contract formats increases the number of services a consumer may negotiate
with. Consequently, the full potential of publicly available services could be ex-
ploited. The management is done through following steps: as a prerequisite of the
negotiation bootstrapping Auto Incs testing process specifies a meta-negotiation
document describing the requirements of a negotiation, as for example required
negotiation protocols, required security infrastructure, provided document spec-
ification languages, etc. The autonomic meta-negotiation management steps are
described in the following:

1. All candidate services are selected, where negotiation is possible or boot-
strapping is required.

2. The knowledge base is queried and potential bootstrapping strategies are
found (e.g. in order to bootstrap between WSLA and WS-Agreement). In
case of missing bootstrapping strategies users can define new strategies in a
semi-automatic way.

3. Finally, the negotiation is started by utilizing appropriate bootstrapping
strategies.

After the negotiation has completed the brokering services further process
the test evaluation request. Brokers are the basic services that are responsible
for finding the requested services with the help of a deployer service. This task
requires various activities, such as service discovery, matchmaking and inter-
actions with information systems and service registries. Autonomic behaviour
is needed by brokers basically in two cases: the first one is to survive failures
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of lower level components (e.g. broker, job execution), the second is to regain
healthy state after local failures (e.g. overloading of available testing services,
breakdown of the used services). To overcome these difficulties, the meta-broker
uses the self-management techniques presented in 4.2, and the brokers may rely
on the deployer component, the automatic Service Deployment (ASD). In the
testing phase of the Auto Inc. scenario, deployment or decomission of a ser-
vice instance on local resources or on the Cloud could also occur independently
from the brokers. Therefore after these deployments the ASD notifies the corre-
sponding service brokers about the infrastructure changes. This notification is
required, because the information system caches the states for scalability. Thus
even though a service has just been deployed on a new site, the broker will
not direct service requests to the new site. This is especially needed when the
deployment was initiated to avoid an SLA violation.

Services with self-management interfaces could identify erroneous situations
that could be solved by deploying an identical service on another site (e.g. a
testing service replication to a Cloud resource due to increased service requests).
We call this autonomous technique the self-initiated deployment, and in the
following we describe its autonomous behavior:

1. The ASD monitors the occurance of critical situations. First of all it looks
for service instances that became defunct because they cannot modify them-
selves so that they can serve future requests properly. Secondly, a service
instance could also get overloaded on such an extent that the underlying
resources cannot handle more requests.

2. In critical situations the ASD first decides whether the service initiated de-
ployment is required (because the service was overloaded) or replication is
necessary (because the service became defunct). First in both cases the ASD
identifies the service’s virtual appliance (or master copy) to be deployed,
then in the latter case the ASD also prepares for state transfer of the service
before it is actually decommissioned.

3. The ASD generates a deployment job for the service broker layer. This job
refers to the sevice to be deployed and the state the deployment service
needs to resume. As a result the test evaluation service can serve the testing
processs request.

4. Optional behavior in case a service is decommissioned: A service proxy is
placed on the computing resource instead of the decommissioned service
instance. This proxy forwards the remaining service requests to the newly
deployed service. The proxy decommissions itself when the frequency of the
service requests to the proxy decreases under a predefined value.

Finally after the requested test evaluation service is identified (or even de-
ployed) the test process can invoke the evaluation service and retrieve the results
to provide feedback for the production and design processes.
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6 Conclusions

In this paper we described the first steps towards an autonomic architecture
for SLA-based resource virtualization with on-demand service deployment. The
proposed solution incorporates enhancements of a meta-negotiation component
for generic SLA management, a meta-brokering component for diverse broker
management and an automatic service deployment for resource virtualization on
the Cloud. We have discussed how the principles of autonomic computing can
be incorporated to the SRV architecture, and demonstrated MAPE actions with
the corresponding case studies. Our future work aims at defining a taxonomy of
events for sensors and actuators in the Automatic Manager of SRV.
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